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Abstract—Checking whether a certain bound holds over a set
of relaxation variables is a subproblem which often arises in
the context of Maximum Satisfiability (Max-SAT) solving and
particularly SAT-based solving. This document describes a col-
lection of SAT instances that have been submitted to the 2021 SAT
competition. These instances are derived from Max-SAT formulas
whose soft clauses are augmented with relaxation variables. An
At-Most-K constraint is then set over these variables to check
the validity of a provided bound. We use this process to verify
known solutions of (Partial) Max-SAT formulas.

Index Terms—SAT, Max-SAT, At-Most-K constraint

I. INTRODUCTION

The maximum satisfiability (Max-SAT) problem is an opti-
mization extension of the satisfiability (SAT) problem. For a
given formula in Conjunctive Normal Form (CNF), it consists
in finding an assignment of the variables which maximizes the
number of satisfied clauses. In Partial Max-SAT, clauses are
divided into hard and soft clauses and the goal is to find an
assignment that satisfies all hard clauses and maximizes the
number of satisfied soft clauses. In recent years, Max-SAT
solvers have achieved great breakthroughs by relying on SAT
technology. In fact, Complete methods for this problem in-
clude SAT based approaches which iteratively call SAT solvers
making them particularly efficient on industrial instances [5].

Checking whether a certain bound holds over a set of
relaxation variables is a subproblem which often arises in
the context of Maximum Max-SAT solving and particularly
in SAT-based solving. For instance, Linear Search algorithms
[2], [3] augment soft clauses with relaxation variables and add
a CNF encoding over their sum to specify that the number of
falsified soft clauses must be less than a given bound. A SAT
solver is then iteratively called and the bound is increased
(resp. decreased) until the formula becomes satisfiable (resp.
unsatisfiable). Similarly to these algorithms, we rely on the
fact that the optimum of a Max-SAT formula is the threshold
in which the formula becomes satisfiable to verify the validity
of a given optimum. To this end, given a Max-SAT formula
and an integer value, we encode two SAT instances to check
whether the given value is the threshold, i.e. the optimum of
the formula.

II. VERIFYING (PARTIAL) MAX-SAT OPTIMUMS

Let φ = H ∪ S be a Partial Max-Sat formula where H
denotes the set of hard clauses and S = {c1, ..., cm} the set of
soft clauses. Let k be an integer value. We define the following
formula:

φk = H ∪ {ci ∪ {ri}|ci ∈ S} ∪ CNF (
∑

1≤i≤m

ri ≤ k)

where r1, .., rm are new relaxation variables.
To verify that a given value o is the optimum of a CNF

formula φ, it is sufficient to check that this value is the
threshold in which the formula becomes satisfiable. To this
end, we need to encode the formulas φo−1 and φo and verify
that φo−1 is unsatisfiable and φo is satisfiable.

III. THE SUBMITTED BENCHMARK

We consider the Single machine scheduling family in the
2020 Max-SAT Evaluation described in [4]. We picked the 18
instances which were solved (by at least one solver) in the
2020 Max-SAT Evaluation and thus for which the optimum is
known. For each instance φ, we encoded the formulas φo−1

and φo. The submitted benchmark thus comprises 36 instances
in total with 18 satisfiable instances and 18 unsatisfiable ones.
We maintain the same naming conventions used in [4] except
that we add ’ sat’ or ’ unsat’ to each formula indicating
respectiviely whether it is satisfiable or unsatisfiable. We
used the PySAT library [1] to add the cardinality constraints
(i.e. At-Most-K constraints) over the relaxation variables. The
encoding chosen for these constraints is the sequential counter
encoding [6]. Finally, it is important to note that, once the
constraints added, the clauses in the resulting formulas are
shuffled.
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